*Лекция 4: Обработка запросов с помощью PHP*

### **Основы клиент-серверных технологий**

В самом начале курса мы уже говорили о том, что *PHP* – это скриптовый язык, обрабатываемый *сервером*. Сейчас мы хотим уточнить, что же такое *сервер*, какие функции он выполняет и какие вообще бывают *серверы*. Если речь идет о *сервере*, невольно всплывает в памяти понятие *клиента*. Все потому, что эти два понятия неразрывно связаны. Объединяет их компьютерная *архитектура клиент-сервер*. Обычно, когда говорят " *сервер* ", имеют в виду *сервер* в *архитектуре клиент-сервер*, а когда говорят " *клиент* " – имеют в виду *клиент* в этой же *архитектуре*. Так что же это за *архитектура*? Суть ее в том, чтобы разделить функции между двумя подсистемами: *клиентом*, который отправляет *запрос* на выполнение каких-либо действий, и *сервером*, который выполняет этот *запрос*. Взаимодействие между *клиентом* и *сервером* происходит посредством стандартных специальных протоколов, таких как *TCP/IP* и *z39.50*. На самом деле протоколов очень много, они различаются по уровням. Мы рассмотрим только протокол прикладного уровня *HTTP* (чуть позднее), поскольку для решения наших программистских задач нужен только он. А пока вернемся к *клиент-серверной архитектуре* и разберемся, что же такое *клиент* и что такое *сервер*.

*Сервер* представляет собой набор программ, которые контролируют выполнение различных процессов. Соответственно, этот набор программ установлен на каком-то компьютере. Часто компьютер, на котором установлен *сервер*, и называют *сервером*. Основная функция компьютера-сервера – по запросу *клиента* запустить какой-либо *определенный процесс* и отправить *клиенту* результаты его работы.

*Клиентом* называют любой процесс, который пользуется услугами *сервера*. *Клиентом* может быть как пользователь, так и программа. Основная задача *клиента* – выполнение приложения и осуществление связи с *сервером*, когда этого требует приложение. То есть *клиент* должен предоставлять пользователю интерфейс для работы с приложением, реализовывать логику его работы и при необходимости отправлять задания *серверу* .

Взаимодействие между *клиентом* и *сервером* начинается по инициативе *клиента*. *Клиент* запрашивает вид обслуживания, устанавливает *сеанс*, получает нужные ему результаты и сообщает об окончании работы.

Услугами одного *сервера* чаще всего пользуется несколько *клиентов* одновременно. Поэтому каждый *сервер* должен иметь достаточно большую *производительность* и обеспечивать *безопасность данных*.

Логичнее всего устанавливать *сервер* на компьютере, входящем в какую-либо *сеть*, локальную или глобальную. Однако можно устанавливать *сервер* и на отдельно стоящий *компьютер* (тогда он будет являться одновременно и *клиентом* и *сервером* ).

Существует множество типов *серверов*. Вот лишь некоторые из них.

* **Видеосервер**

Такой *сервер* специально приспособлен к обработке изображений, хранению видеоматериалов, видеоигр и т.п. В связи с этим компьютер, на котором установлен видеосервер, должен иметь высокую производительность и большую память.

* **Поисковый** *сервер* предназначен для поиска информации в Internet.
* **Почтовый** *сервер* предоставляет услуги в ответ на запросы, присланные по электронной почте.
* **Сервер WWW** предназначен для работы в Internet.
* **Сервер баз данных** выполняет обработку запросов к базам данных.
* **Сервер защиты данных** предназначен для обеспечения безопасности данных (содержит, например, средства для идентификации паролей).
* **Сервер приложений** предназначен для выполнения прикладных процессов. С одной стороны взаимодействует с *клиентами*, получая задания, а с другой – работает с базами данных, подбирая необходимые для обработки данные.
* **Сервер удаленного доступа** обеспечивает коллективный удаленный доступ к данным.
* **Файловый сервер** обеспечивает функционирование распределенных ресурсов, предоставляет услуги поиска, хранения, *архивирования* данных и возможность одновременного доступа к ним нескольких пользователей.

Обычно на компьютере- *сервере* работает сразу несколько программ- *серверов*. Одна занимается электронной почтой, другая распределением файлов, третья предоставляет web-страницы.

Из всех типов *серверов* нас в основном интересует *сервер WWW*. Часто его называют *web-сервером*, *http-сервером* или даже просто *сервером*. Что представляет собой *web-сервер*? Во-первых, это хранилище информационных ресурсов. Во-вторых, эти ресурсы хранятся и предоставляются пользователям в соответствии со стандартами *Internet* (такими, как *протокол передачи данных* *HTTP* ). Как предоставляются данные в соответствии с этим протоколом, мы рассмотрим чуть позже. Работа с документами *web-сервера*осуществляется при помощи браузера (например, IE, Opera или Mozilla Firefox), который отсылает *серверу* запросы, созданные в соответствии с протоколом *HTTP*. В процессе выполнения задания *сервер* может связываться с другими *серверами*.

Далее в ходе лекции, говоря " *сервер* ", мы будем подразумевать *web-сервер*.

В качестве примеров *web-серверов* можно привести *сервер* *Apache* группы *Apache*, *Internet* *Information* *Server* (*IIS*) компании Microsoft, SunOne фирмы *Sun* Microsystems, WebLogic фирмы BEA Systems, IAS (Inprise *Application Server*) фирмы Borland, WebSphere фирмы *IBM*, OAS (*Oracle* *Application Server*).

На [рис. 4.1](https://www.intuit.ru/studies/courses/42/42/lecture/27181?page=1#image.4.1) и в [таблице 4.1](https://www.intuit.ru/studies/courses/42/42/lecture/27181?page=1#table.4.1) приведена *статистика* использования различных *серверов* среди всех доменов *Internet* от NetCraft<http://news.netcraft.com/>.
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**Рис. 4.1.**Статистика использования ведущих web-серверов

Таблица 4.1. *Ведущие разработчики web-серверов*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | | | | | |
| **Разработчик** | **Февраль 2004** | **Проценты** | **Март 2004** | **Проценты** | **Изменение** |
| *Apache* | 31703884 | 67.21 | 32280582 | 67.20 | -0.01 |
| Microsoft | 9849971 | 20.88 | 10099760 | 21.02 | 0.14 |
| SunONE | 1657295 | 3.51 | 1651575 | 3.44 | -0.07 |
| Zeus | 755227 | 1.60 | 762716 | 1.59 | -0.01 |

Как видно из приведенной таблицы, *сервер* *Apache* занимает лидирующие позиции. Все, что мы когда-либо будем говорить о *web-серверах*, ориентировано на *Apache*, если не указано иное. О том, как установить его на свой *компьютер*, мы уже рассказывали в самой первой лекции. А теперь, как было обещано, обратимся к протоколу *HTTP*.

### Протокол HTTP и способы передачи данных на сервер

*Internet* построен по многоуровневому принципу, от физического уровня, связанного с физическими аспектами передачи двоичной информации, и до прикладного уровня, обеспечивающего *интерфейс* между пользователем и сетью.

***HTTP*** (*HyperText Transfer Protocol*, *протокол передачи гипертекста* ) – это протокол прикладного уровня, разработанный для обмена гипертекстовой информацией в Internet.

*HTTP* предоставляет набор методов для указания целей запроса, отправляемого *серверу*. Эти методы основаны на дисциплине ссылок, где для указания ресурса, к которому должен быть применен данный метод, используется универсальный *идентификатор ресурсов*(Universal Resource Identifier) в виде местонахождения ресурса (Universal Resource Locator, ***URL*** ) или в виде его универсального имени (Universal Resource Name, ***URN*** ).

Сообщения по сети при использовании протокола *HTTP* передаются в формате, схожем с форматом почтового сообщения *Internet* (RFC-822) или с форматом сообщений *MIME* (*Multipurpose* *Internet Mail* *Exchange*).

*HTTP* используется для коммуникаций между различными пользовательскими программами и программами-шлюзами, предоставляющими *доступ* к существующим *Internet*-протоколам, таким как *SMTP* (протокол электронной почты), *NNTP* (протокол передачи новостей), *FTP* (протокол передачи файлов), *Gopher* и *WAIS*. *HTTP* разработан для того, чтобы позволять таким шлюзам через промежуточные программы- *серверы* (*proxy*) передавать данные без потерь.

Протокол реализует *принцип запрос/ответ*. Запрашивающая *программа*– *клиент* инициирует взаимодействие с отвечающей программой– *сервером*, и посылает *запрос*, содержащий:

* метод доступа;
* адрес URL;
* версию протокола;
* сообщение (похожее по форме на MIME) с информацией о типе передаваемых данных, информацией о *клиенте*, пославшем запрос, и, возможно, с содержательной частью (телом) сообщения.

Ответ *сервера* содержит:

* строку состояния, в которую входит версия протокола и *код возврата* (успех или ошибка);
* сообщение (в форме, похожей на MIME), в которое входит информация *сервера*, метаинформация (т.е. информация о содержании сообщения) и *тело сообщения*.

В протоколе не указывается, кто должен открывать и закрывать соединение между *клиентом* и *сервером*. На практике соединение, как правило, открывает *клиент*, а *сервер* после отправки ответа инициирует его разрыв.

Давайте рассмотрим более подробно, в какой форме отправляются запросы на *сервер*.

#### **Форма запроса клиента**

*Клиент* отсылает *серверу* запрос в одной из двух форм: в полной или сокращенной. Запрос в первой форме называется соответственно *полным запросом*, а во второй форме – простым запросом.

***Простой запрос*** содержит метод доступа и адрес ресурса. Формально это можно записать так:

<Простой-Запрос> := <Метод> <символ пробел>

<Запрашиваемый-URL> <символ новой строки>

В качестве метода могут быть указаны *GET* , *POST* , *HEAD* , PUT, DELETE и другие. О наиболее распространенных из них мы поговорим немного позже. В качестве запрашиваемого URL чаще всего используется *URL* -адрес ресурса.

Пример *простого запроса*:

GET http://phpbook.info/

Здесь *GET* – это метод доступа, т.е. метод, который должен быть применен к запрашиваемому ресурсу, а http://phpbook.info/ – это *URL* -адрес запрашиваемого ресурса.

*Полный запрос* содержит строку состояния, несколько заголовков (заголовок запроса, общий заголовок или заголовок содержания) и, возможно, тело запроса. Формально общий вид *полного запроса* можно записать так:

<Полный запрос> := <Строка Состояния>

(<Общий заголовок>|<Заголовок запроса>|

<Заголовок содержания>)

<символ новой строки>

[<содержание запроса>]

Квадратные скобки здесь обозначают необязательные элементы заголовка, через вертикальную черту перечислены альтернативные варианты. Элемент <Строка состояния> содержит *метод запроса* и URL ресурса (как и *простой запрос* ) и, кроме того, используемую версию протокола *HTTP*. Например, для вызова внешней программы можно задействовать следующую строку состояния:

POST http://phpbook.info/cgi-bin/test HTTP/1.0

В данном случае используется метод *POST* и протокол *HTTP* версии 1.0.

В обеих формах запроса важное место занимает URL запрашиваемого ресурса. Чаще всего URL используется в виде *URL* -адреса ресурса. При обращении к *серверу* можно применять как полную форму *URL*, так и упрощенную.

Полная форма содержит тип протокола доступа, адрес *сервера* ресурса и адрес ресурса на *сервере* ([рисунок 4.2](https://www.intuit.ru/studies/courses/42/42/lecture/27181?page=2#image.4.2)).

В сокращенной форме опускают протокол и адрес *сервера*, указывая только местоположение ресурса от корня *сервера*. Полную форму используют, если возможна пересылка запроса другому *серверу*. Если же работа происходит только с одним *сервером*, то чаще применяют сокращенную форму.

![Полная форма URL](data:image/gif;base64,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)

**Рис. 4.2.**Полная форма URL

Далее мы рассмотрим наиболее распространенные *методы отправки запросов*.

#### **Методы**

Как уже говорилось, любой запрос *клиента* к *серверу* должен начинаться с указания метода. Метод сообщает о цели запроса *клиента*. Протокол *HTTP* поддерживает достаточно много методов, но реально используются только три: *POST* , *GET* и *HEAD* . Метод *GET*позволяет получить любые данные, идентифицированные с помощью URL в запросе ресурса. Если URL указывает на программу, то возвращается результат работы программы, а не ее текст (если, конечно, текст не есть результат ее работы). Дополнительная информация, необходимая для обработки запроса, встраивается в сам запрос (в адресную строку). При использовании метода *GET* в поле тела ресурса возвращается собственно затребованная информация (текст HTML-документа, например).

Существует разновидность метода *GET* – условный *GET* . Этот метод сообщает *серверу* о том, что на запрос нужно ответить, только если выполнено условие, содержащееся в поле if-Modified-Since заголовка запроса. Если говорить более точно, то тело ресурса передается в ответ на запрос, если этот ресурс изменялся после даты, указанной в if-Modified-Since.

Метод *HEAD* аналогичен методу *GET* , только не возвращает тело ресурса и не имеет условного аналога. Метод *HEAD* используют для получения информации о ресурсе. Это может пригодиться, например, при решении задачи тестирования гипертекстовых ссылок.

Метод *POST* разработан для передачи на *сервер* такой информации, как аннотации ресурсов, новостные и почтовые сообщения, данные для добавления в базу данных, т.е. для передачи информации большого объема и достаточно важной. В отличие от методов *GET* и *HEAD* , в *POST* передается тело ресурса, которое и является информацией, получаемой из полей форм или других источников ввода.

До сих пор мы только теоретизировали, знакомились с основными понятиями. Теперь пора научиться использовать все это на практике. Далее в лекции мы рассмотрим, как посылать запросы *серверу* и как обрабатывать его ответы.

### Использование HTML-форм для передачи данных на сервер

Как передавать данные *серверу*? Для этого в языке *HTML* есть специальная конструкция – формы. Формы предназначены для того, чтобы получать от пользователя информацию. Например, вам нужно знать логин и *пароль* пользователя для того, чтобы определить, на какие страницы сайта его можно допускать. Или вам необходимы личные данные пользователя, чтобы была возможность с ним связаться. Формы как раз и применяются для ввода такой информации. В них можно вводить текст или выбирать подходящие варианты из списка. Данные, записанные в форму, отправляются для обработки специальной программе (например, скрипту на *PHP*) на *сервере*. В зависимости от введенных пользователем данных эта *программа* может формировать различные web-страницы, отправлять запросы к базе данных, запускать различные приложения и т.п.

Разберемся с синтаксисом *HTML-форм*. Возможно, многие с ним знакомы, но мы все же повторим основные моменты, поскольку это важно.

Итак, для создания формы в языке *HTML* используется *тег* *FORM* . Внутри него находится одна или несколько команд *INPUT* . С помощью атрибутов *action* и *method* тега *FORM* задаются *имя программы*, которая будет обрабатывать данные формы, и метод запроса, соответственно. *Команда* *INPUT* определяет тип и различные характеристики запрашиваемой информации. *Отправка* данных формы происходит после нажатия кнопки *input* типа *submit* . Создадим форму для регистрации участников заочной школы программирования.

<h2>Форма для регистрации участников</h2>

<form action="1.php" method=POST> <!--создаем форму-->

<!--данные формы будет обрабатывать файл 1.php, при

отправке запроса будет использован метод POST-->

Имя <br><input type=text name="first\_name"

value="Введите Ваше имя"><br>

Фамилия <br><input type=text name="last\_name"><br>

E-mail <br><input type=text name="email"><br>

<p>

Выберите курс, который вы бы хотели посещать:<br>

<input type=radio name="kurs" value="PHP">PHP<br>

<input type=radio name="kurs" value="Lisp">Lisp<br>

<input type=radio name="kurs" value="Perl">Perl<br>

<input type=radio name="kurs" value="Unix">Unix<br></p>

<p>Что вы хотите, чтобы мы знали о вас? <BR>

<textarea name="comment" cols=32 rows=5></textarea></p>

<p><input name="confirm" type=checkbox

checked>Подтвердить получение <br>

<input type=submit value="Отправить">

<input type=reset value="Отменить"></p>

</form>

Листинг 4.0. form.html

После обработки браузером этот *файл* будет выглядеть примерно так:

![Пример html-формы](data:image/gif;base64,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)

**Рис. 4.3.**Пример html-формы

Вот так создаются и выглядят *HTML-формы*. Будем считать, что мы научились или вспомнили, как их создавать. Как мы видим, в форме можно указывать *метод передачи данных*. Посмотрим, что будет происходить, если указать метод *GET* или *POST* , и в чем будет разница.

#### **Для метода GET**

При отправке данных формы с помощью метода *GET* содержимое формы добавляется к *URL* после знака вопроса в виде пар имя=значения, объединенных с помощью амперсанда &:

action?name1=value1&name2=value2&name3=value3

Здесь *action* – это *URL* -адрес программы, которая должна обрабатывать форму (это либо программа, заданная в атрибуте *action*тега *form* , либо сама текущая программа, если этот атрибут опущен). Имена name1, name2, name3 соответствуют именам элементов формы, а value1, value2, value3 – значениям этих элементов. Все специальные символы, включая = и &, в именах или значениях этих параметров будут закодированы. Поэтому не стоит использовать в названиях или значениях элементов формы эти символы и символы кириллицы в идентификаторах.

Если в поле для ввода ввести какой-нибудь служебный символ, то он будет передан в его шестнадцатеричном коде, например, символ $ заменится на %24. Так же передаются и русские буквы.

Для полей ввода текста и пароля (это элементы *input* с атрибутом type=text и type=password ), значением будет то, что введет пользователь. Если пользователь ничего не вводит в такое поле, то в *строке запроса* будет присутствовать элемент name=, где nameсоответствует имени этого элемента формы.

Для кнопок типа checkbox и *radio button* значение value определяется атрибутом VALUE в том случае, когда кнопка отмечена. Не отмеченные кнопки при составлении *строки запроса* игнорируются целиком. Несколько кнопок типа checkbox могут иметь один атрибут NAME (и различные VALUE ), если это необходимо. Кнопки типа *radio button* предназначены для одного из всех предложенных вариантов и поэтому должны иметь одинаковый атрибут NAME и различные атрибуты VALUE.

В принципе создавать *HTML-форму* для передачи данных методом *GET* не обязательно. Можно просто добавить в строку *URL* нужные переменные и их значения.

http://phpbook.info/test.php?id=10&user=pit

Пример 4.1. Передача данных в URL

В связи с этим у передачи данных методом *GET* есть один существенный недостаток – любой может подделать значения параметров. Поэтому не советуем использовать этот метод для доступа к защищенным паролем страницам, для передачи информации, влияющей на безопасность работы программы или *сервера*. Кроме того, не стоит применять метод *GET* для передачи информации, которую не разрешено изменять пользователю.

Несмотря на все эти недостатки, использовать метод *GET* достаточно удобно при отладке скриптов (тогда можно видеть значения и имена передаваемых переменных) и для передачи параметров, не влияющих на безопасность.

#### **Для метода POST**

Содержимое формы кодируется точно так же, как для метода *GET* (см. выше), но вместо добавления строки к *URL* содержимое запроса посылается блоком данных как часть операции *POST* . Если присутствует атрибут ACTION, то значение *URL*, которое там находится, определяет, куда посылать этот блок данных. Этот метод, как уже отмечалось, рекомендуется для передачи больших по объему блоков данных.

Информация, введенная пользователем и отправленная *серверу* с помощью метода *POST* , подается на *стандартный ввод* программе, указанной в атрибуте *action* , или текущему скрипту, если этот атрибут опущен. Длина посылаемого файла передается в *переменной окружения* CONTENT\_LENGTH, а тип данных – в переменной CONTENT\_TYPE.

Передать данные методом *POST* можно только с помощью *HTML-формы*, поскольку данные передаются в теле запроса, а не в заголовке, как в *GET* . Соответственно и изменить значение параметров можно, только изменив значение, введенное в форму. При использовании *POST* пользователь не видит передаваемые *серверу* данные.

Основное преимущество *POST* запросов – это их большая безопасность и функциональность по сравнению с GET-запросами. Поэтому метод *POST* чаще используют для передачи важной информации, а также информации большого объема. Тем не менее не стоит целиком полагаться на безопасность этого механизма, поскольку данные *POST* запроса также можно подделать, например создав html-файл на своей машине и заполнив его нужными данными. Кроме того, не все *клиенты* могут применять метод *POST* , что ограничивает варианты его использования.

При отправке данных на *сервер* любым методом передаются не только сами данные, введенные пользователем, но и ряд переменных, называемых *переменными окружения*, характеризующих *клиента*, историю его работы, пути к файлам и т.п. Вот некоторые из *переменных окружения*:

* ***REMOTE\_ADDR*** – IP-адрес хоста (компьютера), отправляющего запрос;
* ***REMOTE\_HOST*** – *имя хоста*, с которого отправлен запрос;
* ***HTTP\_REFERER*** – адрес страницы, ссылающейся на текущий скрипт;
* ***REQUEST\_METHOD*** – метод, который был использован при отправке запроса;
* ***QUERY\_STRING*** – информация, находящаяся в *URL* после знака вопроса;
* ***SCRIPT\_NAME*** – виртуальный путь к программе, которая должна выполняться;
* ***HTTP\_USER\_AGENT*** – информация о браузере, который использует *клиент*

### **Обработка запросов с помощью PHP**

До сих пор мы упоминали только, что запросы *клиента* обрабатываются на *сервере* с помощью специальной программы. На самом деле эту программу мы можем написать сами, в том числе и на языке *PHP*, и она будет делать с полученными данными все, что мы захотим. Для того, чтобы написать эту программу, необходимо познакомиться с некоторыми правилами и инструментами, предлагаемыми для этих целей *PHP*.

Внутри *PHP-скрипта* имеется несколько способов получения доступа к данным, переданным *клиентом* по протоколу *HTTP*. До версии *PHP* 4.1.0 *доступ* к таким данным осуществлялся по именам переданных переменных (напомним, что данные передаются в виде пар "*имя переменной*, символ "=", *значение* переменной"). Таким образом, если, например, было передано first\_name=Nina, то внутри скрипта появлялась *переменная* $first\_name со значением Nina. Если требовалось различать, каким методом были переданы данные, то использовались ассоциативные массивы *$HTTP\_POST\_VARS* и *$HTTP\_GET\_VARS* , ключами которых являлись имена переданных переменных, а значениями – соответственно значения этих переменных. Таким образом, если пара first\_name = Ninaпередана методом *GET* , то $*HTTP\_GET\_VARS*["first\_name"]="Nina".

Использовать в программе имена переданных переменных напрямую небезопасно. Поэтому было решено начиная с *PHP* 4.1.0 задействовать для обращения к переменным, переданным с помощью HTTP-запросов, специальный *массив* – *$\_REQUEST* . Этот *массив*содержит данные, переданные методами *POST* и *GET* , а также с помощью *HTTP* cookies. Это суперглобальный ассоциативный *массив*, т.е. его значения можно получить в любом месте программы, используя в качестве ключа имя соответствующей переменной (элемента формы).

**Пример 4.2**. Допустим, мы создали форму для регистрации участников заочной школы программирования, как в приведенном выше примере. Тогда в файле 1.php, обрабатывающем эту форму, можно написать следующее:

<?php

$str = "Здравствуйте,

".$\_REQUEST["first\_name"]. "

".$\_REQUEST["last\_name"]."! <br>";

$str .="Вы выбрали для изучения курс по

".$\_REQUEST["kurs"];

echo $str;

?>

Пример 4.2. Файл 1.php, обрабатывающий форму form.html

Тогда, если в форму мы ввели имя "Вася", фамилию "Петров" и выбрали среди всех курсов курс по *PHP*, на экране браузера получим такое сообщение:

Здравствуйте, Вася Петров!

Вы выбрали для изучения курс по PHP

После введения массива *$\_REQUEST* массивы *$HTTP\_POST\_VARS* и *$HTTP\_GET\_VARS* для однородности были переименованы в *$\_POST* и *$\_GET* соответственно, но сами они из обихода не исчезли из соображений совместимости с предыдущими версиями *PHP*. В отличие от своих предшественников, массивы *$\_POST* и *$\_GET* стали суперглобальными, т.е. доступными напрямую и внутри функций и методов.

Приведем пример использования этих массивов. Допустим, нам нужно обработать форму, содержащую элементы ввода с именами first\_name, last\_name, kurs (например, форму form.html, приведенную выше). Данные были переданы методом *POST* , и данные, переданные другими методами, мы обрабатывать не хотим. Это можно сделать следующим образом:

<?php

$str = "Здравствуйте,

".$\_POST ["first\_name"]."

".$\_POST ["last\_name"] ."! <br>";

$str .= "Вы выбрали для изучения курс по ".

$\_POST["kurs"];

echo $str;

?>

Тогда на экране браузера, если мы ввели имя "Вася", фамилию "Петров" и выбрали среди всех курсов курс по *PHP*, увидим сообщение, как в предыдущем примере:

Здравствуйте, Вася Петров!

Вы выбрали для изучения курс по PHP

Для того, чтобы сохранить возможность обработки скриптов более ранних версий, чем *PHP* 4.1.0, была введена *директива**register\_globals* , разрешающая или запрещающая *доступ* к переменным непосредственно по их именам. Если в *файле настроек**PHP* *параметр* *register\_globals*=On, то к переменным, переданным *серверу* методами *GET* и *POST* , можно обращаться просто по их именам (т.е. можно писать $first\_name ). Если же *register\_globals*=Off, то нужно писать $*\_REQUEST*["first\_name"] или $*\_POST*["first\_name"], $*\_GET*["first\_name"], $*HTTP\_POST\_VARS*["first\_name"], $*HTTP\_GET\_VARS*["first\_name"]. С точки зрения безопасности эту директиву лучше отключать (т.е. *register\_globals*=Off ). При включенной директиве *register\_globals*перечисленные выше массивы также будут содержать данные, переданные *клиентом*.

Иногда возникает необходимость узнать *значение* какой-либо *переменной окружения*, например метод, использовавшийся при передаче запроса или IP-*адрес* компьютера, отправившего *запрос*. Получить такую информацию можно с помощью функции *getenv()*. Она возвращает *значение* *переменной окружения*, имя которой передано ей в качестве параметра.

<?

echo getenv('REQUEST\_METHOD');

// возвратит использованный метод

echo getenv ('REMOTE\_ADDR');

// выведет IP-адрес пользователя,

// пославшего запрос

?>

Пример 4.3. Использование функции getenv()

Как мы уже говорили, если используется метод *GET* , то данные передаются добавлением *строки запроса* в виде пар "имя\_переменной=*значение* к *URL* -адресу ресурса". Все, что записано в *URL* после знака вопроса, можно получить с помощью команды

getenv('QUERY\_STRING');

Благодаря этому можно по методу *GET* передавать данные в каком-нибудь другом виде. Например, указывать только значения нескольких параметров через знак плюс, а в скрипте разбирать строку запроса на части или можно передавать *значение* всего одного параметра. В этом случае в массиве *$\_GET* появится *пустой элемент* с ключом, равным этому значению (всей *строке запроса*), причем символ " + ", встретившийся в *строке запроса*, будет заменен на подчеркивание " \_ ".

Методом *POST* данные передаются только с помощью форм, и *пользователь* ( *клиент* ) не видит, какие именно данные отправляются *серверу*. Чтобы их увидеть, *хакер* должен подменить нашу форму своей. Тогда *сервер* отправит результаты обработки неправильной формы не туда, куда нужно. Чтобы этого избежать, можно проверять *адрес* страницы, с которой были посланы данные. Это можно сделать опять же с помощью функции *getenv()* :

getenv('HTTP\_REFERER');

Теперь самое время решить задачу, сформулированную в начале лекции.

#### **Пример обработки запроса с помощью PHP**

Напомним, в чем состояла задача, и уточним ее формулировку. Нужно написать форму для регистрации участников заочной школы программирования и после регистрации отправить участнику сообщение. Мы назвали это сообщение универсальным письмом, но оно будет немного отличаться от того письма, которое мы составили на предыдущей лекции. Здесь мы также не будем отправлять что-либо по электронной почте, дабы не уподобляться спамерам, а просто сгенерируем это сообщение и выведем его на экран браузера. Начальный вариант формы регистрации мы уже приводили выше. Изменим его таким образом, чтобы каждый регистрирующийся мог выбрать сколько угодно курсов для посещения, и не будем подтверждать получение регистрационной формы.

<h2>Форма для регистрации студентов</h2>

<form action="1.php" method=POST>

Имя <br><input type=text name="first\_name"

value="Введите Ваше имя"><br>

Фамилия <br><input type=text name="last\_name"><br>

E-mail <br><input type=text name="email"><br>

<p> Выберите курс, который вы бы хотели посещать:<br>

<input type=checkbox name='kurs[]' value='PHP'>PHP<br>

<input type=checkbox name='kurs[]' value='Lisp'>Lisp<br>

<input type=checkbox name='kurs[]' value='Perl'>Perl<br>

<input type=checkbox name='kurs[]' value='Unix'>Unix<br>

<P>Что вы хотите, чтобы мы знали о вас? <BR>

<textarea name="comment" cols=32 rows=5></textarea>

<input type=submit value="Отправить">

<input type=reset value="Отменить">

</form>
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Здесь все достаточно просто и понятно. Единственное, что можно отметить, – это способ передачи значений элемента checkbox. Когда мы пишем в имени элемента kurs[], это значит, что первый отмеченный элемент checkbox будет записан в первый элемент массива kurs, второй отмеченный checkbox – во второй элемент массива и т.д. Можно, конечно, просто дать разные имена элементам checkbox, но это усложнит обработку данных, если курсов будет много.

Скрипт, который все это будет разбирать и обрабатывать, называется 1.php (форма ссылается именно на этот файл, что записано в ее атрибуте *action* ). По умолчанию используется для передачи метод *GET* , но мы указали *POST* . По полученным сведениям от зарегистрировавшегося человека, скрипт генерирует соответствующее сообщение. Если человек выбрал какие-то курсы, то ему выводится сообщение о времени их проведения и о лекторах, которые их читают. Если человек ничего не выбрал, то выводится сообщение о следующем собрании заочной школы программистов (ЗШП).

<?

// создадим массивы соответствий курс-время его

// проведения и курс-его лектор

$times = array("PHP"=>"14.30","Lisp"=>"12.00",

"Perl"=>"15.00","Unix"=>"14.00");

$lectors = array("PHP"=>"Василий Васильевич",

"Lisp"=>"Иван Иванович", "Perl"=>"Петр Петрович", "Unix"=>"Семен Семенович");

define("SIGN","С уважением, администрация");

// определяем подпись письма как константу

define("MEETING\_TIME","18.00");

// задаем время собрания студентов

$date = "12 мая"; // задаем дату проведения лекций

//начинаем составлять текст сообщения

$str = "Здравствуйте, уважаемый " . $\_POST["first\_name"]

. " " . $\_POST["last\_name"]."!<br>";

$str .= "<br>Сообщаем Вам, что ";

$kurses = $\_POST["kurs"]; // сохраним в этой переменной

// список выбранных курсов

if (!isset($kurses)) { // если не выбран ни один курс

$event = "следующее собрание студентов";

$str .= "$event состоится $date ". MEETING\_TIME . "<br>";

} else { // если хотя бы один курс выбран

$event = "выбранные Вами лекции состоятся $date <ul>";

//функция count вычисляет число элементов в массиве

$lect = "";

for ($i=0;$i<count($kurses);$i++){

// для каждого выбранного курса

$k = $kurses[$i]; // запоминаем название курса

$lect = $lect . "<li>лекция по $k в $times[$k]";

// составляем сообщение

$lect .= " (Ваш лектор, $lectors[$k])";

}

$event = $event . $lect . "</ul>";

$str .= "$event";

}

$str .= "<br>". SIGN; // добавляем подпись

echo $str; // выводим сообщение на экран

?>
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### **Заключение**

Подведем итоги. Мы научились отличать *клиента* от *сервера* и *компьютер*- *сервер* от программы- *сервера*, познакомились с основными методами, используемыми для передачи данных на *сервер*, изучили средства, предлагаемые языком *PHP* для обработки клиентских запросов, и испробовали их на практике. В принципе этого достаточно для того, чтобы создавать клиент-серверные приложения.